Development projects for modern Aerospace software as well as NASA mission software are increasingly using the Mathworks tool suite Simulink and Stateflow [MATHWORKS] for the modeling of safety-critical software systems, and for the automatic generation of flight code (with RealTime Workshop). Therefore, adequate sets of test cases are necessary during validation (e.g., unit testing) for testing functionality and to obtain the required code coverage.

Toward this end, we have developed an automated test-case generation framework for Simulink/Stateflow models that aims to provide seamless integration with model-based development frameworks. We have used the framework to generate test-cases for parts of the Guidance Navigation and Control (GN&C) code that will be flight-tested on the new Orion space capsule. The enabling technologies for test-case generation are software model checking, symbolic execution, and constraint solving, combined to work in a synergistic way in the Ames’ Symbolic (Java) PathFinder tool [SPF].

In our framework, Simulink/Stateflow models are first translated into an intermediate common representation that is specially tailored for analysis. This translation is performed by the MICTES tool-suite from Vanderbilt University [MICTES].

The translated models are then fed to Symbolic PathFinder for analysis. Symbolic PathFinder generates test cases (i.e., test vectors or test sequences) to ensure the desired coverage of the models (e.g., state, transition, path, MC/DC or some other user-specified test coverage). Symbolic PathFinder also checks functional properties, during the test case generation process.

Test cases can be fed back to model simulators (e.g., Matlab's simulator) or can be used to test the code generated from the models. While the code is not necessarily auto-generated from the models, we do assume a close correspondence between models and code.

The test cases generated by Symbolic PathFinder can reveal problems such as un-covered code, undesired discrepancies between models and code, etc. We believe that such testing should complement other analysis and testing activities at the code level. The test cases can be used for the following activities: testing the code generated from the models, validating the model transformation (e.g. by running them against Matlab's simulator), and validating the code generators.

Our framework is able to automatically analyze complex models, that combine Stateflow and Simulink models with Embedded Matlab code and have features that are currently not handled by commercial tools, such as T-VEC [TVEC] and Mathwork’s Design Verifier [DV].

In the paper, we will describe in detail the framework architecture and its underlying technologies. We will also discuss results from our case studies of flight-critical software systems, will comment on related (commercial) tools, and will describe directions for future work.
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